
Abstract
Most research done to date on software maintenance has

been focused mainly on the evolution of legacy systems
based on obsolete technologies. However, the use of more
recent yet evolving technologies, like component-based
techniques, also raise various issues about software
comprehension and evolution. In particular, current
industrial-strength component models like COM are based
on many technical aspects that make them difficult to
understand and use. The evolution of large component-
based software products is thus an emerging issue. This
paper takes as a case study the component model developed
and used by Dassault Systèmes, one of the largest software
companies in Europe, for the development of its product
lines, namely CATIA, DELMIA, and ENOVIA. This paper
shows how the use of a meta model can help in
understanding and reasoning about components, and how
this meta model constitutes a good basis for building a
reverse engineering environment. Currently, two kinds of
tools have been integrated in this environment: OMVT
which is Dassault Systèmes specific, and GSEE which is a
generic tool independent from the meta-model used.

1. Introduction

Large software products have always been difficult to
understand and evolve [10]. In the late 80’s this has leaded
to the emergence of closely related techniques like
reengineering, reverse-engineering and restructuring,
collectively called RE3 technologies [26]. 

Traditionally, most research work in RE3 focused on the
evolution of legacy software products based on obsolete
technology. Many tools have been proposed to deal with
old-fashioned programming languages such as Cobol,
Fortran or C for instance. There is still a belief that the usage
of RE3 techniques are restricted to legacy systems. 

However, reverse engineering is defined as “the process
of analyzing a subject system to: (1) identify the system’s
components and their interrelationships and (2) create
representations of the system in another form or at a higher

level of abstraction” [6]. This definition makes no
mention about the level of maturity of the technology
involved, nor the definitions of restructuring and
reengineering do [1,6].

RE3 techniques have to follow the evolution of industrial
software engineering practice. The wave model [21] is very
valuable in this context, since it provides different historical
views on software engineering evolution. For instance,
Figure 1 shows the stream of interest in software structuring
paradigms. One way to read this figure is to notice that there
have been a series of shifts from ad-hoc programming, to
object-oriented (OO) programming, the latter being the
most popular paradigm used today in industry.

These waves of interest in forward engineering
technology have an strong impact on RE3 evolution. For
instance, in the mid 80’s, the first restructuring tools focused
on the shift from ad-hoc programming to structured
programming by removing goto statements from
unstructured programs [2]. The shift from structured
programming to modular programming also led to
clustering and (re)modularization tools, tools to recover
software architecture, etc. [1,3,15,16,19,27]. 

The increasing interest in object-oriented technology in
the last decade, results today in the existence of large OO
software products. However, every technology will show its
limits when applied at large [4]. In particular, large software
companies, pioneers in the OO-at-large approach,
understood that the OO paradigm is no silver bullet [7].
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The existence of large OO software products naturally
give rise to significant research effort focusing on the
intersection of OO and RE3 (e.g. the Spool [36] and Famoos
projects [7]). Note that this last step in the evolution of RE3
discipline marks a discontinuity: RE3 techniques are no
longer restricted to the maintenance of legacy systems, they
can be applied for the evolution of state-of-the-art software
products. Many researchers now believe that RE3
techniques must be smoothly integrated within the forward
engineering process, leading for instance to the concept of
round-trip engineering (a series of short forward and reverse
engineering cycles). As Fowler pointed out [13],
experienced OO programmers know that an object-oriented
framework can not be right the first time - it must evolve as
experience is gained with its use. So, software refactoring
[13] (the term used in the OO world for restructuring),
should therefore be seen as a continuous restructuring effort
integrated in the development and evolution of any OO
software product.

Then, what will be the next step? We believe that
component-based (CB) software development may be the
one, at least this is what the experience reported in this
paper suggests. Nowadays, there is a widely accepted belief
that large software products should be built as the assembly
of software components. Tough promising, this idea was not
put into practice at a large scale until the emergence, in the
last few years, of industrial-strength component models like
Microsoft’ COM [5,29], OMG’ Corba and CCM [30,33],
Sun’ JavaBean [9,32] or Sun’ Enterprise Java Bean [34].
The availability of such powerful and innovative CB
techniques may constitute the basis of the next significant
wave of interest in industry.

Dassault Systèmes (DS), the world leader in CAD/CAM,
is a pioneer in this domain. This large software company has
developed a proprietary component model which has been
successfully used for years in the development of CATIA
[28]. However, like other companies such as MicroSoft or
Sun, DS faces difficulties in teaching his component model.
Understanding large CB software is not an easy task. The
existence of these issues should not be surprising since the
CB approach is still in its infancy and is usually not
formalized.

This paper results from the collaboration between an
academic institution, the LSR laboratory, and one of the
largest software company in europe Dassault Systèmes
(DS), in an attempt to deal with problems related to the
evolution of large component-based software products. In
particular, this paper shows how a reverse engineering
approach can substantially improve the understanding of a
CB software product, taking CATIA as a case study. 

The rest of this paper is organized as follows. Section 2
briefly presents the main features of the DS component
model in an informal way. Section 3 describes how a meta
model can be used to formalize the concept of component.
Section 4 shows how this meta model can be converted into
useful reverse engineering tools. Sections 5 provides a
discussion and briefly presents related work. Section 6
concludes the paper.

2. The DS Component Model

In the mid 90s, when DS initiated the development of
CATIA V5 [28], it was rapidly discovered that OO
technology has serious limitations and in particular that
C++ did not satisfy all of the requirements. The two most
important aspects were the following:
• Concurrent engineering. C++ entities are too closely
related: even a minor change may produce a dramatic
number of recompilations. For large products and high
concurrent engineering constraints, this is a major issue. 
• Extension capabilities. The CATIA major customers and
development partners have a need to be able to extend DS
components with their own code, even without the
availability of the source code [8].

To solve these (and other) issues, DS developed, on top
of C++, a component model borrowing ideas from COM,
Corba and Java. Here follows a very short and informal
description of the "Object Modeler" (OM). Despite its name
the OM is best viewed as a component model. This section
first presents the main OM concepts, and then provides
some information about its realization.

2.1. Conceptual level

OM components are pieces of code that can be
manipulated through the use of interfaces. Interfaces can be
seen as abstract proxies for real objects that receive client
requests and forward them to the component implementing
the interface. The interface concept helps in addressing the
concurrent engineering issue, since it isolates interface
clients from modification of the component
implementation.

To be more precise, a component is made of set of
elementary pieces of code, called implementations (an
implementation is realized by a C++ class). One of these
implementations is called the base (of the component).
Other implementations, called extensions, can be attached
later to the base in order to extend the component. A
fundamental feature is that extensions refer to the base, but
the base ignores that it is being extended. This allows a new
extension to be added at a later time, without any need to
recompile the base nor any of the other extensions.



The OM also provides several other mechanisms not
described in this paper. For instance it supports the concept
of delegation or conditional implementation.

2.2. Realization level

All concepts provided by the OM, are implemented in
terms of C++ entities. For instance, interfaces and
implementations are both represented by C++ classes. In
fact, the realization level is much more complex since the
mapping is not one to one: the realization of a single OM
entity can produce many C++ entities. Moreover, for a
given conceptual entity there are many realization choices:
to improve performance and address other non-functional
requirements, DS has designed and tested a wide range of
realization techniques. All these techniques allow to build
efficient components, but at the same time developing and
maintaining these components is quite a complex task.

To keep the control on the resulting software, OM
concepts are translated into C++ code using patterns and
naming conventions. This approach is very similar to those
taken by other component models (e.g. [32]). In the case of
OM, additional information is also inserted into the source
code through the use of macros. This alleviates the burden
of writing repetitive pieces of code. Some pieces of code are
also automatically generated.

Extra information is also provided in separate text files
called dictionaries, containing tuples "component -
interface - dll". These files permit, at run time, to locate and
load only the necessary DLLs required during an execution
and therefore to increase performances. 

2.3. Related issues

The OM has been successfully used to build very large
software products (hundreds of applications made of
thousands of components, developed by hundreds of
software engineers). Several issues have been raised: 
• Need for a conceptual view. Software engineers describe
components using low-level mechanisms at the realization
level (naming conventions, macro, etc.). OM conceptual
entities are mixed with huge amount of C++ code.
• Need for a centralized description. Information about a
single OM entity is often spread among many different files,
including source code and dictionaries.
• Need of formalization. The OM component model is
informally defined by means of a huge documentation.
While very valuable, this documentation is often imprecise
and many realization constraints are poorly documented.
Moreover, since the realization techniques tend to evolve
over time to ensure continuous improvement, the most
accurate information is available from experienced software
engineers. 

• Need of specialized tools. Software engineers develop
and maintain components using traditional C++ tools.
While sufficient to complete most of the tasks, those tools
are inadequate for instance to understand the behavior of the
software at the conceptual level. DS also developed
different tools to cope with specific problems but they are
limited in scope. 

Indeed, the OM model, just like other component models
(COM, CCM, etc.), is difficult to teach and to understand.
Experienced software engineers learn how to build
components, but they often find it difficult to know what
went wrong when the software they have developed does
not show the expected behavior. 

What is missing is a clear picture of the overall
component structure at a conceptual level. The realization
level is available, but it contains too many technical details.
Reverse engineering provides thus a logical approach to
these problems, since its goal is to “create representations
of the system in another form or at a higher level of
abstraction” [6]. However, while most reverse engineering
techniques deal with traditional and well-defined concepts,
the problem here is to deal with the reverse engineering of
component-based software systems, which is a rather new
issue in the RE3 domain. Before trying to develop a reverse
engineering tool, the first step is to give a rigorous definition
of what a component is. This is what is done in the next
section.

3. Building a meta model

Defining the meta model for the OM was the first step of
our approach1. The key idea is to describe each concept of
the OM model as an object-oriented item described using
the UML notation [31]. The production of the meta model
has been a long process since the model is quite complex
and is still slightly evolving. Describing the full meta model
is out of the scope of the paper; we rather emphasize the
method and the main properties of this meta model.

One of the main interests of using a meta model is that it
makes it possible to define different views on it. This paper
concentrates on a small but central part of the meta model:
how the components are built from bases and extensions.
Here the OM is described only at the conceptual level,
without giving any detail on the realization level.
Furthermore, a few simplifications have been made to keep
things simple. 

1. In this paper the term meta-model is used to be consistent with the
approach used to describe the UML language itself [31], to describe CCM
with UML [33], etc. The term meta model is also used in the Famoos
project [7] in a similar way.



3.1. Describing components as black boxes

While the OM model is quite sophisticated, from an
external point of view, the OM is only based on two main
concepts: components and interfaces. Clients of a
component don't have to know how this component is built.
This idea is described in the UML class diagram presented
in Figure 2 on the top of the next page. Components and
interfaces are linked together by a single association: a
component can implement many interfaces (this is indicated
through the * symbol near to the name of the role
allInterfaces). Conversely, an interface may be
implemented by any number of components.

3.2. Describing component items separately

As it was said before, actually components are made of
elementary pieces of software produced separately by
software engineers. The concrete representation of these
items in terms of C++ entities or other low level
mechanisms like macros is not relevant from a conceptual
point of view. So, instead of giving the many technical
details required to describe those items, Figure 3 introduces
four abstract languages. The first three represent abstraction
of information contained in the source code, while the last
one is the abstraction of “dictionaries”.

Each abstract language summarizes all the information
required by the OM at the conceptual level. Note that,
within the UML diagrams, arrows indicate unidirectional
associations. For instance, an interface refers to its super
interface but not to its sub-interfaces. Similarly, an
extension refers to the bases it extends, but not the other
way around. Cardinality information also brings useful
precision. For instance, from the Figure 3 we can learn that
both interfaces and bases support single inheritance (roles
named super). 

Thanks to the Object Constraint Language (OCL) [25]
provided with UML, it is also possible to: (1) define derived
information, (2) describe additional constraints. As we will
see in the Section 4, this is very important in practice.
Consider for instance, the following OCL expression.

Line 1 and 2 defines for each interface the allSuper role
(not depicted in the figure), as being the set of all super
interfaces for a given interface. This recursive definition
provides an example of derived information. Line 3 uses
this derived information to describe an additional
constraint: the inheritance hierarchy between interfaces
contains no cycle. 

3.3. Linking component items together

Even if software engineers describe component items
separately (that is required for concurrent engineering), one
of the important aspects of the OM is how components are
built from these items. Figure 4 shows a class diagram
gathering the 4 languages described previously (these
associations are drawn in black in the figure) and add
derived information (in grey and prefixed by a "/" symbol).

Putting together component items must be done with an
extreme care, not all combinations will work. Describing
assembly constraint is therefore of fundamental importance.
Indeed, this process leads to a great number of constraints
that each assembly must satisfy to be considered as
consistent. In the context of this paper, only two of these
constraints will be described in Section 3.4 to illustrate the
approach, but we first need to introduce the necessary
derived information upon which the constraint are based.
This is what is done in Figure 5.

The OCL expressions explain how components are made
from implementations and define inheritance on
components. Line 2 indicates that component inheritance
(super) is in fact directly derived from base inheritance
(base.super). Lines 3 indicate that the extensions of a
component (extensions) are all extensions attached to its
base. Line 4 defines the direct implementation of a
component (implementations). Line 5 recursively defines
the set of all implementations (allImplementations) of a
component considering component inheritance. Line 6
defines the direct interfaces of a component. Finally line 7
defines the set of all interfaces (allInterfaces) that can be
reached from the component following either the interface
inheritance relationship or the component inheritance
relationship.

3.4. Discovering potential inconsistencies

Gathering the four abstract languages (Figure 3) into a
single diagram (Figure 4) helps to discover possible
inconsistencies between the information they describe.
Indeed, the global view provided by a meta model is one of
the main benefits of the approach. 

For instance, in our context, one should wonder what is
the relationship between the derived role declaredInterfaces
and the explicit role allInterfaces. After asking for more
precision from OM designers, we learned that software
engineers must explicitly declare all interfaces in the
component language (i.e. in the dictionaries). So the next
invariant is expected to hold. 

1  context i : Interface
2    inv : i.allSuper = i.super.allSuper->including(i.super)
3    inv : i.allSuper->excludes(i)

1  -- context c : Component 
2  --   inv : c.declaredInterfaces = c.allInterfaces



1 context c : Component 
2 inv : c.super = c.base.super.component 
3 inv : c.extensions = Extension.allInstances ->select(e | e.extendedBases->includes(c.base))
4 inv : c.implementations = c.extensions->including(c.base)
5 inv : c.allImplementations =c.implementations->union(c.super.allImplementation)
6 inv : c.interfaces = c.implementations.interfaces->asSet
7 inv : c.allInterfaces = c.allImplementations.interfaces->asSet->union(c.allImplementations.interfaces.allSuper->asSet) 

Figure 5. Derived information about the linking of component items 
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Figure 3. Describing component items separately by means of four abstract languages

Figure 4. Linking component items together

InterfaceComponent * ** allInterfaces *

Figure 2. Describing components as black boxes (external point of view).



In practice ensuring this kind of constraint proved to be
difficult, since the whole graph of entities is developed
concurrently by hundreds of software engineers working in
different sites, without a conceptual or global view. So, the
meta model has to deal with inconsistencies, rather than
ensure strict consistency. Therefore we comment out this
constraint, so this is not an invariant of the meta model. This
approach permits to represent "invalid" data. Next section
will show how to locate these constraint violations in
practice.

While the constraint above can be discovered through
the examination of the structure of the meta-model many
other constraints require a better knowledge of the
component model. For instance, one important requirement
in the OM, is that the behavior associated by a component
to an interface must be unique; this means that, within a
given component, an interface must always be associated to
a single implementation. 

This expression translates the fact that two
implementations of a component must not implement the
same interface. The next section will give some examples
showing how to locate and identify entities leading to such
a constraint violation called multi-adhesion.

4. Building reverse engineering tools 

Building a meta model not only improves the
understanding of the component model. It also provides a
very good basis to build a reverse engineering platform on
which a large set of tools can be built, ranging from simple
visualization tools, to complex analysis or restructuring
tools. This includes for instance, tools that detect constraint
violation. Developing all these tools from scratch is
certainly not cost effective. Fortunately, a common platform
can be derived from the meta model.

4.1. A reverse engineering platform

Figure 6 shows a simplified view of the overall
architecture of the reverse engineering platform we have
built. This traditional architecture for a reverse engineering
environment [1,6] is made of the following parts.
• Extractors. The first step is to extract information from
concrete software artefacts. In our case, source code and
dictionaries are parsed and analyzed.
• Repository. The repository plays a central role in the
environment. One important feature of our approach is that
the structure of this repository is directly derived from the

meta model.
• Tools. The tools generate different views on the repository.
While some tools generate specific views, generic tools take
as input a specification of the view to be generated. As we
will see, the meta model can be directly used to express the
the information to be displayed. 

As an illustration, the next section shows how the meta
model was used to build views displaying components
using different visualization techniques. It then shows how
inconsistencies can be found and located through the use of
specific views. The experiment was done on a version of the
CATIA software consisting in 4038 components made of
8155 implementations and implementing 2504 interfaces.
These figures correspond to a high level of abstraction. The
realization level is far more complex. In this particular case,
there were 49821 C++ classes involved in the concrete
representation of these components.

4.2. Example of visualization tools

Displaying components was the first application of our
reverse engineering platform. This was a very interesting
experiment because components are built in a blind way
(through the use of macros and other low level mechanisms
spread out over many files), software engineers had never
actually "seen" these components.

4.2.1. Visualizing components with a generic tool. Figure
7 on the next page shows the internal view of a component
displayed by GSEE, a Generic Software Exploration
Environment [12]. The component is represented as a tree
on the left part of the window and as a graph on the right. 

GSEE is itself a generic environment. Its implementation
does not contain any single line of code related to the OM.
The five lines at the top of the window constitute the whole
specification of the view in textual form. All roles defined
in the meta model can be used. Additional information can
also be derived thanks to a query language close in
functionality to OCL. The main advantage of the GSEE tool
is that it makes it possible to display any piece of
information present in the repository at almost no cost: new
views can be created interactively, just by changing the
specification lines and pressing the OK button.

1 --context c : Component inv : 
2 -- c.allImplementations 
3 --  ->forall(imp1,imp2:Implementation | imp1<>imp2 implie
4 -- (imp1.allInterfaces->intersection(imp2.allInterfaces))
5 -- ->isEmpty

source 
code parser 

parser  diction
-naries 

API 

GSEE 

Extractors Repository Tools 

OMVT 

Views Software 
artefacts 

Figure 6. The reverse engineering platform



4.2.2. Visualizing components with a specific tool. In
parallel with the definition of the meta model, we defined a
graphical component language. This language is supported
by a specific tool: the Object Modeler Visualization Tool
(OMVT). The main benefit of this tool is that it implements
specific layouts suited to the needs of different stakeholders
[23]. For instance the black-box view shown in Figure 8
represents the component depicted in Figure 7 but from the
client point of view. The component can be "opened", as
shown in Figure 9 to discover its internal view. This last
view is typically used by implementers to understand the
effect of inheritance and extension features.

4.3. Examples of constraint-checking tools

As said before, rather than enforcing strict consistency,
the meta model has do deal with inconsistencies. Reverse
engineering tools can be built to check particular
constraints. 

4.3.1. Specifying constraint-checking tools. OCL can be
used to specify such tools. Instead of describing a constraint
as an invariant, a better approach is to define enough

information to be able to identify in greater detail the
occurrences of constraint violation (CV) as well as the
faulty entities. For instance, as described in Section 3.4 the
information contained in source code and in dictionaries
should be equal. A better approach is to compute the
difference between those associations.

Similarly, the following OCL expression identifies the
implementations responsible for a multi adhesion.

Such OCL expressions can easily be converted into code
and integrated into specific tool like OMVT or transformed
in to a query interpretable by GSEE.

context Component 
inv : onlyDicoInterfaces = declaredInterfaces - allInterfaces
inv : onlySourceInterfaces = allInterfaces - declaredInterfaces
inv : bothDicoSourceInterfaces=

allInterfaces->intersection(declaredInterfaces)

context ComponentImplementationRelation
inv : createsMultiAdhesionError = 

component.allImplementations->excluding(self)
->exists( imp2 : Implementation |

            self.allInterfaces
->intersection(imp2.allInterfaces)->notEmpty)) 

This interface is
implemented twice

Specification of 
the rendering

Specification 
of the view

Graph view 
displayed by 
Grappa/dot

Tree 
view

Figure 7. A component displayed by the Generic Software Exploration Environment (GSEE)



4.3.2. Constraint-violation exploration tools. To help
software engineers in localizing CVs within large software
products and understanding their cause, a set of tools was
built. The following example illustrates a typical session
with the OM “trouble shooter”. At first, a browser is used to
get an overall picture of CV occurrences within the
software. Figure 10 shows, for each component, the number

of CV occurrences it contains. On selecting a component, a
trouble shooter view is opened Figure 11. This view gives
the structure of the component emphasizing CV through the
use of colors, or warning symbols. A simple click on such a
symbol opens a diagnostic view focusing on the faulty
entities. Figure 12 focuses on the occurrence of a multi
adhesion. Global views are also available (e.g. Figure 7).
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Component 
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Figure 8. External view of the component Figure 9. Internal view of the component

Figure 10. The troobleshooter browser
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5. Discussion and related work

Our approach is based on two major steps: (1) building
a meta model describing the component model, and (2)
building a reverse engineering platform to explore and
analyse software built using this model.

5.1. About the meta model

It is important to stress that this paper concentrates only
on a small but central part of the OM meta model. The
complete meta model is much more complex; it also
describes the realization level (C++ classes, C++
inheritance, DLLs, etc.), larger grained entities like
frameworks, products, etc. Describing precisely the
constraints at these various levels proved to be difficult,
mainly because the model evolved over time with the
underlying technology and realization techniques. 

We also found that working only at the meta model level
is insufficient, because it gives no information about actual
instances. The first reverse engineering and exploration
tools we have implemented provided us invaluable insights
on the usage of the component model. For instance, we
learned that some apparently important mechanisms are in
fact almost not used at all. The reverse engineering tools
also provided a great help in validating the meta model,
through discussions with DS software architects and
designers.

5.2. About reverse engineering tools

The platform is implemented in java, C++ parsers are
developed by DS, and the repository is based on Object
Store [35], a commercial Object Oriented Data Base.
Various tools have been built around the platform. The
OMVT tool, also implemented in java, represents a
significant development effort, but it is clearly worth since
it has been designed specifically to fit the needs of DS
software engineers [23]. 

We also experimented with available RE3 generic tools,
in particular with Rigi [19]. Our goal was to evaluate the
current state of generic exploration tools and their capability
to explore large component-based software products [20].
This experience show us (1) that it is easy to integrate new
tool into our environment, (2) that getting first results with
Rigi can take only few hours. However, this tool also shows
a number of limitations in our context [20]. We thus decided
to develop GSEE, the Generic Software Exploration
Environment [12]. This environment has been used not only
in the context of DS, but also to explore other software
artifacts. Indeed, GSEE can be seen as a generalization of
the approach presented in this paper. Roughly speaking, this
environment is parametrized by the meta model and enables

software engineers to build “any” view on virtually
arbitrary set of data, by just specifying the view in terms of
the meta model [12].

Scalability and performance were considered as
important issues during the design and the implementation
of all the tools we have built. It is interesting to notice that
the use of java do not raises performance issues. Actually,
extraction from source code is the bottleneck of the reverse
engineering process: it takes several hours to parse the
whole software developed at DS (4 millions LOC in C++).
This step is done once a week, and is integrated in the whole
development process of the company.

5.3. Related work

Describing industrial component models in a rigorous
way is gaining an increasing attention in the academic
community. For instance, the COM component model has
been described using the Z notation [24]. We preferred to
use UML [22] and OCL [25] since these languages are
increasingly popular in industry. A similar approach has
been taken recently in the definition of the Corba
Component Model (CCM) [33]. In this case, the meta
model is mostly seen as a documentation vehicle. 

Actually, the use of meta models has been widely
recognized in software engineering, but most work aims at
defining new models, or describing existing and stable
models with well known properties (i.e. a programming
language). This contrasts with our problem, since the OM
component model is evolving and a very large amount of
instances are already available. This last property naturally
leads to RE3 techniques. In particular meta models have
been used at the intersection of OO and RE3 (e.g. Famoos
[7] is based on Famix, Spool [36] is based on UML).
However, these projects model OO concepts, not
components. In this paper we have gone one step further: we
consider that OO programming languages correspond to the
realization level, and components to the conceptual level.
Finally, note that the meta model we have built do not
enforce strict consistency, but instead deal with
inconsistencies.

In parallel with component-based approach, a very large
body of work have been done in the academic community
to define Architecture Description Languages (ADLs)
[14][18]. These languages introduce the concepts of
connector and configuration in addition to the concept of
component. Unfortunately the ADL approach have failed so
far to find its way to industry [17] in part because no support
is provided to deal with existing software products. The lack
of large industrial software products based on these
concepts explain why most of research done in architecture
recovery are usually based on traditional concepts like
modules and dependency relationships (e.g. [15,16,19,27]). 



6. Conclusion and future work

This paper represents a study of the intersection between
reverse engineering and component-based software
engineering. We believe that this topic will be of increasing
importance as component technology will spread in
industry. DS is pioneering in this domain.

Tough this paper presents the platform as a reverse
engineering platform, one of our goal is indeed to build a
complete architectural environment to support the evolution
of large software products [17,23]. This environment will
also include forward engineering capabilities, and other
RE3 techniques like impact analysis, restructuration, etc.
All existing techniques need to be revisited to be applicable
at the architectural level. We found that the use of the meta
model is a very good basis to develop this kind of tool.

Based on the understanding we have gained in this work,
we are defining a new component model, along with the
associated formalisms and tools. One way to validate this
component model is to use it to develop our own platform
and tools. Our current research seeks to show, on the one
hand, how to apply component-based technology to build
RE3 environment like GSEE [12], and on the other hand,
how RE3 can be applied to component-based technology.
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